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Abstract

Deep Reinforcement Learning (DRL) has seen recent success in controlling individ-
ual robots, but extending to multi-robot systems presents substantial challenges. Non-
stationarity is a critical issue that arises when multiple robots learn concurrently, resulting
in an interdependent training process without guaranteed convergence. Addressing non-
stationarity often demands unrealistic assumptions such as global information. In this
thesis, we investigate four vanilla Reinforcement Learning algorithms applied to a multi-
robot system where all of the robots are rigidly connected, commonly referred to as a
robot aggregate. We limit the sensing capabilities of the robots to proximity sensors and
remove the ability to directly communicate. Our approach is validated by using a collective
transport task where robots are pre-attached to an object that must be transported to a
predetermined location. We assume that the robots are minimalistic, capable of sensing
the target location and nearby obstacles, but without explicit communication abilities, such
as message-passing. Instead, they communicate implicitly through the aggregate push-and-
pull forces exerted on the object. We apply Centralized Training Decentralized Execution
to analyze the coordination capabilities of four prominent deep reinforcement learning
algorithms (DQN, DDQN, DDPG, and TD3), investigating the scalability, resilience, and
obstacle avoidance capabilities of the robot aggregate in a simulated multi-agent environ-
ment. Through a comprehensive study with our experiments, we measure the performance
as the successful transport of the object to a goal location within a desired timeframe,

highlighting the strengths and weaknesses of each algorithm.
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Chapter 1

Introduction

Reinforcement learning (RL) [1] is a sub-field of machine learning that focuses on an agent
and its ability to learn the optimal behaviour. The intended behaviour is to make correct
decisions in an unknown environment to maximize its cumulative reward and achieve the
desired goal. The reward quantifies the desirability of an agent’s action in a given state. It
can be thought of as a feedback mechanism that assigns a numerical value to the agent’s
decisions, enabling it to understand the consequences of its actions within the environment.
High rewards signify that the agent has taken favorable actions, while low rewards indicate
less desirable outcomes. The ultimate goal of the agent is to maximize the cumulative
rewards it receives over time, which leads to the discovery of an optimal strategy or policy
for navigating the environment and achieving its objectives. This policy is learned purely
by interacting with the environment and receiving continuous feedback in the form of a
reward signal. RL has been the subject of study for decades, however, recent advancements

in computing power have opened the door to complex function approximators allowing for



a broad application of techniques.

In recent years, the integration of deep learning techniques with RL has led to significant
breakthroughs in various domains, such as game playing [2], robotics [3], natural language
processing [4], and autonomous systems [5]. RL provides a framework for learning optimal
decision-making in complex, dynamic, and uncertain environments. Unlike supervised
learning, RL does not rely on labeled data in most cases, which enables agents to learn
from interactions with the environment, making it particularly suitable for applications
where the agents need to be agnostic to the model of the world around them and figure out
the rules purely through a feedback loop.

Although RL has been used successfully in the domain of single agent control problems
[2], multi-agent settings pose significant challenges for these algorithms. One of the most
critical problems is that of non-stationary environments. Non-stationarity arises due to
the dynamic nature of these environments, where the behaviour of each agent changes
concurrently as they learn and adapt their policies. This causes the environment to shift
continuously, making it difficult to achieve convergence as agents get stuck in a loop of
learning sub-optimal policies, also called the moving target problem. There are other
pitfalls as well, such as the need for coordination, communication, and dealing with
partially observable environments. These problems are often tackled by using advanced
training schemes and complex message passing between the robots [6], [7], [8] . Multi-
agent reinforcement learning (MARL) provides a powerful framework for enabling agents
to learn how to cooperate and coordinate autonomously in such decentralized systems.

MARL is a very active area of research as it can lead to potential applications in the



fields of swarm robotics, autonomous vehicles, distributed control systems, communi-
cation networks, and more. Continuing to push the boundaries of MARL can lead to
improvements in these areas, resulting in more efficient and robust systems. For example,
MARL has been successfully applied to cooperative control in robotic systems [9] and
coordination of autonomous vehicles [10], [11].

Exploring MARL can provide insights into the behavior of complex systems, such
as natural systems (e.g., animal groups [12], ecosystems [13]) and social systems (e.g.,
markets [14], human organizations [15]). By modeling these systems as multi-agent
systems, researchers can gain a better understanding of their dynamics and develop more
effective strategies for managing them [16].

MARL also offers the opportunity to study the emergence of collective behaviors
and understand how individual agents can learn to cooperate and coordinate their actions
effectively. Understanding the process of learning these emergent behaviors can provide
insights into the design of better algorithms and systems for swarm intelligence and
collective decision-making.

In recent years, MARL has been applied to swarm robotics, with a notable example
being collective transport [6], [7]. Collective transport is a challenging problem in swarm
robotics, where a group of robots cooperatively transports an object to a target location.
It is an important task with applications in search and rescue, construction, and logistics.
MARL has been applied to the collective transport problem in swarm robotics to enable
the robots to learn how to coordinate their actions effectively.

Collective transport tasks often involve coordinating multiple agents with different



roles, goals, and capabilities. This complexity makes the problem challenging and requires
sophisticated algorithms to learn effective policies and strategies. In many real-world
scenarios, it is beneficial to have decentralized control, where agents can make decisions
autonomously without relying on a central authority. MARL allows for decentralized
decision-making, enabling agents to adapt and respond to changes in the environment
more effectively.

Studying collective transport using MARL can help develop algorithms that can scale
up to accommodate large numbers of agents, making it suitable for real-world applications
where swarm behavior is desirable. Agents also learn to handle uncertainties, such as
communication failures or unexpected obstacles. MARL in a distributed setting can
provide fault tolerance, as the system can still function even if some agents fail or become

unavailable.

1.1 Problem Statement

In this thesis, we address the challenge of employing MARL for the management of robot
aggregates, which refers to groups of robots physically linked to one another through
mechanical connections. Controlling robot aggregates is not a trivial task, as it requires the
robots to learn behaviours that result in coordinated pushing and pulling.

We mention the problem of non-stationarity earlier in the section, and how it affects
the training of agents as the environment is constantly changing. A common solution is

to use message-passing, however, we show that effective coordination can be achieved



with well known RL algorithms even when explicit communication between the robots
is not possible. The robots are unable to share their actions and observations, making it
a partially observable environment. We consider a collective transport scenario where a
swarm of minimalistic robots need to move a target object to a predefined goal location.
We assume that robots are able to control their wheel velocities and acquire basic proximity
sensor readings, but are unable to communicate this information directly to other robots
through message passing. They are also able to sense the direction in which they are
heading, i.e., are they moving towards the goal or away from the goal, and also if the object
is moving towards or away from the goal. Most importantly, the robots are also physically
constrained to the object with the help of grippers which keep them connected to the object
throughout the duration of the experiment, unless special circumstances arise and robot
failures are introduced.

This task is a compelling test-bed for decentralized multi-agent reinforcement learning
as the constraints placed on the group during the experiments force the robots to coordinate
transport. The inability to communicate amongst themselves, and the physical attachment
to the object that needs to be moved causes the robots to learn to push and pull together,
and model the behaviour and actions of other robots in the aggregate. This is a form of
implicit communication which effectively circumvents the non-stationarity problem, since
training for individual robots is agnostic of the observation spaces and actions of others.

There are common schemes to train the algorithms in a multi-agent setting, with a
few common ones being Centralized Training Centralized Execution (CTCE), Centralized

Training Decentralized Execution (CTDE), and Decentralized Training Decentralized



Execution (DTDE). CTCE trains a single policy on global information and produces a joint
action based on the state which includes observations from all agents in the environment.
CTDE trains a single policy on local information and single agent actions, which is then
copied on each agent in the environment during execution, producing individual actions per
agent. DTDE trains multiple policies on the local information of the agents independently,
and these policies are all executed independently during runtime based on the observations

of individual agents.

1.2 Contributions

Our goal is to demonstrate that our insight is not only valid but also practical in the context
of RL. We compare the performance of four widely-used RL algorithms to showcase the
effectiveness of our approach. The four RL algorithms used for our validation are: Deep
Q-Network (DQN) [2], Double Deep Q-Network (DDQN) [17], Deep Deterministic Policy
Gradient (DDPG) [18], and Twin Delayed Deep Deterministic Policy Gradient (TD3) [19].
The methods above are trained by means of CTDE, where one model is trained with the
help of shared experiences of all robots (centralized training) which is then deployed as
individual instances on every single agent (decentralized execution).

We show that implicit communication occurs between the robots in the form of natural
push and pull actions, and the robots learn to coordinate because of the discrepancy
between their actuation and applied force on the object, and the resulting movement of

the transported object. This form of communication is sufficient for the robot aggregate to



complete the task with relatively high success, and manage to learn a control policy that
is capable of emergent coordination. The coordination of the forces applied to the object
by the robots is not explicitly modelled, and the agents learn to synchronize their actions
purely by modulating their wheel speeds in the simulations. The push and pull forces are
implicitly modelled and learnt by the agents as they try to minimize the distance of the
robot aggregate over the period of a training episode.

Our findings demonstrate that, even with the simplistic nature of the robots, utilizing
the object as a means for communication and coordination leads to favorable outcomes
and solutions exhibiting scalability, robustness against failures, and strategies for evading
obstacles. We analyze the behavior and efficacy of the strategies generated by the RL
algorithms through an extensive series of experiments and benchmarks.

We also establish an initial framework to explore the concept of predicting the next
state of the object, and using it to improve the control strategies. The robots avoid global
state knowledge, but use minimal local information from other robots to try and predict
the state of the object in the next time step. This has lower communication requirements
than global information sharing, but the results show that it helps boost the performance of

the robot aggregate in transporting the object to the desired goal.



Chapter 2

Background and Related Work

2.1 Reinforcement Learning (RL)

RL has its roots in the concept of Markov Decision Processes (MDPs), which are math-
ematical frameworks used to model decision-making in situations where outcomes are
uncertain. An MDP is defined by a tuple (S,A,R,T), where S represents the set of states,
A is the set of actions, R(s,a,s’) : S x A x § — R is the reward function, and T'(s'|s,a) is
a probabilistic function mapping states and actions to a new state. MDPs are typically
solved using the Bellman Equation, which defines the value of a state-action pair, Q(s,a),

as the expected future rewards, taking into account a discount factor, .

0(s,a) = Y. 7(s|s.a)[R(s,a,5') +ymax Q(s',a) (1)

When applying RL to robotics, complexities arise due to the robots’ reliance on sensors to



perceive their environment. In most cases, these sensors only provide a partial observation
of the true state of the environment, necessitating an extension of MDPs to Partially
Observable MDPs (POMDPs). POMDPs are represented by the tuple (S,A,R,T,Q,0),
where o € Q(s) is a partial observation of the full state s € S according to a probabilistic
function O(ols).

This does not translate very well into the real-world though, where the state-action
space can be enormous, which makes it challenging to find the true values of Q. Recently,
neural networks (NNs) have emerged as a promising method for approximating the value
function Q(s,a). Two of the most common approaches in the field of RL are value-based
and policy-based methods. These techniques have been instrumental in advancing the
application of RL to complex problems in robotics and other domains, paving the way for
further innovations and discoveries.

Mnih et al. [2] made a significant breakthrough in the field of deep reinforcement
learning by introducing the Deep Q-Network (DQN) algorithm. DQN employs a deep
neural network to learn the mapping between states and the expected future rewards of
actions, as described by Equation 1. This innovative method demonstrated remarkable
success, achieving human-level performance in several Atari games. However, DQN suf-
fers from overestimation bias of the Q-values, leading to unstable convergence in partially
observable settings. Overestimation bias refers to the tendency of certain algorithms to
overestimate the expected future rewards associated with taking specific actions in given
states. This can lead the agent to develop an overly optimistic view of its actions, causing

it to prioritize certain decisions based on inflated expectations. Consequently, this bias



can hinder the learning process and negatively impact the agent’s ability to converge to an
optimal policy. Handling overestimation bias is crucial for improving the robustness and
performance of RL algorithms in diverse environments.

Van Hasselt et al. [17] addressed this issue by developing the Double Deep Q-Network
(DDQN), which employs a decoupled copy of the current Q-network, referred to as Q’.
This separate network is used to estimate the best action to take and is updated frequently to
match the current weights of the primary Q-network. While value-based methods, such as
DQN and DDQN, are effective at learning complex mappings between states and actions,
they may be hindered by long convergence times.

In contrast, other methods such as hybrid policy-value networks work directly on the
mapping from states s € S to actions a € A, known as the policy a = u(s). Lillicrap et
al. [18] applied neural networks to the Deterministic Policy Gradient (DDPG) algorithm,
which uses an actor to learn a policy u and a critic to evaluate the actor’s policy through a
value function Q(s,a). Similar to DQN, DDPG is prone to overestimation bias in its value
function, Q, resulting in inflated estimates of expected future rewards.

To mitigate this overestimation bias, Fujimoto et al. [19] introduced the Twin Delayed
DDPG (TD3) algorithm, which incorporates a two-critic evaluation system. When evaluat-
ing the policy u, two separate critics calculate evaluation values, and the minimum value
between them is chosen. This approach helps minimize overestimation bias, leading to

more accurate and stable learning in deep reinforcement learning tasks.
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2.2 Multi-Agent Reinforcement Learning (MARL)

MARL is an intricate area of study, focusing on the interactions between multiple agents
within an environment. It is a complex domain that can be formalized as a Decentralized
Partially Observable Markov Decision Process (Dec-POMDP), represented by the tuple
(I,S,{A;},R,T,{Q;},0). Here, I represents the set of agents, A = x;A; denotes the set of
joint actions, and Q = x;€); is the set of joint observations.

Dec-POMDPs often assume communication, synchronization, or observability across
all agents in the environment to tackle the issue of non-stationarity. This presents a
significant challenge in MARL as non-stationarity arises when agents treat their neighbors
as elements of the environment. This perception leads to an interdependence in the agents’
behaviors, causing convergence issues during learning. To mitigate non-stationarity,
researchers often propose solutions that involve information sharing among agents.

For instance, Amato et al. [6] addressed non-stationarity by facilitating consensus on
a joint action space, enabling agents to coordinate their actions. Similarly, Foerster et
al. [7] introduced the idea of communicating differentiable units, providing a feedback
mechanism to aid in training. Another approach, proposed by Wu et al. [8], involved
constructing a belief state using spatial intention maps, which capture the physical locations
of nearby agents over time.

In contrast to these explicit information-sharing methods, aggregates offer an intriguing
alternative. By providing a physical connection between agents, aggregates allow for an

indirect form of communication. This eliminates the need for explicit communication or

11



direct observation of other agents, presenting a novel and unexplored coordination avenue

in RL.

2.3 MARL for Collective Transport

The growing interest in applying RL to aggregate and modular robots for collective
transport tasks is a testament to the potential benefits of incorporating deep learning in
robotics. In recent studies, researchers have explored various RL techniques to develop
effective control strategies for multi-agent systems in different transport settings.

Zhang et al. [20] pioneered the use of Double Deep Q-Network (DDQN) in a two-
robot transportation task where robots had to remain attached to an oversized rod. The
robots were given a set of four predefined actions, such as forward-left and backward-
left, to choose from. By assuming perfect knowledge of other agents’ pose and velocity,
the researchers were able to produce control strategies that facilitated successful rod
transportation through a door obstacle. This work highlighted the potential for applying
deep RL techniques in multi-agent systems, paving the way for further investigation into
their applicability in complex transport tasks.

Alternative approaches to collective transport, where robots are not constrained to the
object and instead rely on pushing mechanisms, have also gained attention in the literature.
Studies such as those conducted by Wang et al. [21] and Rahimi et al. [22] demonstrated the
potential of Q-learning in box-pushing tasks. In these experiments, robots had to learn the

most effective locations to push the box from a discrete set of predefined positions. These

12



findings suggest that RL can help robots develop an understanding of their environment,
ultimately improving their ability to coordinate and collaborate during transport tasks.

Eoh et al. [23] took this idea further by implementing Deep Q-Network (DQN) in a
multi-agent box-pushing task. The researchers compared the performance of independent
learners with a policy-reuse scheme, highlighting the importance of considering different
learning strategies when designing multi-agent systems. This study underscored the need
to explore various RL techniques and learning frameworks to overcome the non-stationary
nature of multi-agent transport problems, which arises from the continuous changes in
robots’ policies during training.

The emerging body of literature on RL applications in aggregate and modular robots
for collective transport tasks showcases the potential of these techniques in developing
sophisticated control strategies for multi-agent systems. Further exploration of various RL
algorithms, learning frameworks, and multi-agent coordination mechanisms will be crucial
to overcoming the challenges posed by non-stationary environments and unlocking the full

potential of deep RL in robot aggregates.
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Chapter 3

Methodology

3.1 Problem Formulation

3.1.1 Collective Transport

The main goal of our simulations is to test the different RL algorithms in a multi-
agent environment for collective transport. To do this, we assume a cylindrical object to
be transported to a goal location in simulations. The robots are distributed evenly and
symmetrically around the the cylinder, and attach to it with the help of a gripper. The
gripping action between the robot and the cylinder introduces the physical constraint in our
experiments, and lets the robots move it based on their individual actuation and exerted
forces on the cylinder. The forces are symmetric because of the nature of how the robots

are distributed around the cylinder, but the robots can also fail during the experiments
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Cylinder

—_———-

Proximity Sensors

N _—— -

Figure 1: The robots acquire spatial information including the distances and angles to the
cylinder and the goal from themselves. They also know the distance from the cylinder to
the goal and an array of 24 proximity sensor readings that are uniformly distributed around
the robot.

which introduces asymmetry during runtime.

3.1.2 Robot Sensing

All robots are identical and can each individually observe their local space in the form of
a tuple <Iﬁ,1@ , C%, p), according to their local frame of reference as shown in Figure
1. These observations are used in the training of the models, as well as evaluating the
reward function (Equation 2) in the current state. Iﬁ is the vector that they observe from
themselves to the goal, I@ is the vector from themselves to the cylinder that needs to
be moved, (ﬁ is the distance vector between the cylinder and the goal, and an array of
proximity values p. Each robot has 24 proximity sensors which produce the array p, with
values ranging between 0 and 1. The sensors have a range of 2m, with O implying that

there is nothing in their immediate proximity and 1 meaning that they are in contact with

15



an object in the environment. They also keep track of a few other values, such as v, «,
and P along with the the initial tuple. v indicates the wheel speeds of the robot, o is the
angle between the axis of the robot and the vector Eé, and P is the angle between the
robot axis and the vector I@‘ . These values together form the local observation space of
an individual robot. When trying to predict the next state of the object with the help of
limited communication, the robot also perceives additional values from the other actors in

the aggregate in the form of their average proximity values Y p/|p|.

3.1.3 Implicit Communication

Each robot in the system operates independently and lacks explicit communication channels
to share information with its counterparts. Instead, the robots are rigidly connected to the
object being transported, which serves as an implicit means of communication.

From the perspective of an individual agent, the actions taken by other robots can be
perceived as deviations from its own intended action and the resulting state of the object.
By considering the overall dynamics of the object, it is possible to model the combined
effect of all the agents as a single actor with an associated error term. This error term
reflects the discrepancy between the desired and actual actions due to the presence of
multiple agents.

Given that all the agents share the same goal and reward function, their collective
objective is to minimize this error term. In this context, the agents need to learn how to

coordinate their actions effectively to reduce the error and achieve efficient, stable, and
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coordinated collective transport. The methodology adopted should enable the agents to
optimize their policies in a decentralized manner, despite the absence of explicit communi-
cation.

In this setting, the agents can use their local observations, which include the effects of
other agents’ actions on the object, to update the global policy. By iteratively refining this
policy, the agents can gradually converge towards a coordinated and efficient collective

transport strategy, effectively minimizing the error term and achieving the shared goal.

3.1.4 Robot Control

We employ the foot-bot [24] in our simulations, a differential-drive robot equipped with a
non-actuated turret connected to an actuated gripper. The design of the turret allows for
independent rotation of the base with respect to the gripper. It is important to note that the
gripper is not actively controlled by the robot during the collective transport task; it is only
actuated during the initialization process or in case of a failure.

The foot-bot robots can be controlled by adjusting their wheel velocities, denoted as v,
where v € (—10,10) cm/s. The agents choose a change in wheel velocity, Av, according
to the type of reinforcement learning method being employed. For value-based methods,
the agents select a Av from a discrete set of Av € {—0.1,0,0.1} cm/s, while for actor-critic
methods, the agents can choose any Av within the continuous range of Av € [—0.1,0.1]
cm/s. This difference reflects the distinction between discretized action spaces in value-

based methods and continuous action spaces in policy-based and actor-critic methods.
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In the case of value-based methods, it is necessary to consider all possible combinations
of Av for both wheels, resulting in an action space represented by the square of the
cardinality of Av (|Av]2). To simplify the control scheme, we choose a cardinality of 3 for
Av, which leads to a manageable action space size while still allowing for adequate control
granularity.

By using this control scheme, the foot-bot robots can learn to coordinate their actions
effectively in the collective transport task, adapting their wheel velocities to ensure smooth
and efficient transport of the object while maintaining the necessary cooperation among

the agents.

ZT Cylinder .
Obstacles
= / )
im am 5\ 4—’9— 5m ——
4m ‘ ’
Gate Obstacle Goal

!

10m

« 20m

Figure 2: The environment with the two types of obstacles we considered: cylinders and
gate. The experiments feature only one type of obstacle. The robots and the object to
transport are generated in the region on the left of the obstacles; the goal is generated in
the region on the right.
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3.1.5 Opbstacles

In the proposed environment, obstacles are introduced to increase the complexity and
challenge of the collective transport task. As depicted in Figure 2, these obstacles are
stationary, non-movable, and rigid objects that the robots must navigate around during the
transport process. The obstacles are generated following a uniform distribution, ensuring a
random and diverse layout in each trial.

Two types of obstacles are considered: cylindrical obstacles and a gate-like structure.
To generate the cylindrical obstacles, we randomly select their (x,y) coordinates within
the allowable environment boundaries, ensuring that the robots encounter varying obstacle
configurations in different trials. This encourages the development of robust and adaptable
strategies for navigating around obstacles.

The gate structure is generated by first randomly selecting its x coordinate and then
determining the opening position, represented by the y coordinate. The gate serves as a
more complex obstacle, requiring the robots to navigate through a narrow passage while
maintaining coordination and control over the transported object. This added challenge
emphasizes the importance of developing efficient and cooperative strategies that can
handle diverse and dynamic environments.

By incorporating both cylindrical obstacles and a gate structure, we ensure that the
robots are exposed to a variety of scenarios, and expect the development of versatile and
robust policies that can be applied in cases where unforeseen obstacles and environmental

constraints are likely to be encountered.
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3.2 Approach

3.2.1 Training

For our training, we adopt the Centralized Training for Decentralized Execution (CTDE)
approach. This paradigm involves training a single centralized model using experiences
collected from multiple agents, which is then deployed for decentralized execution by indi-
vidual agents during runtime. The CTDE framework enables the agents to learn cooperative
strategies while maintaining the benefits of decentralized control during execution.
During the training phase, the agents generate experiences by interacting with the
environment, and these experiences are accumulated and collectively contribute to the
replay buffer. This replay buffer is then utilized to train a global model, effectively
capturing the collective knowledge and cooperative strategies developed by the agents. The
training process incorporates local observations from all participating agents, ensuring that

the learned policy is generalizable and adaptable to different team sizes and configurations.

Algorithm 1 Centralized Training Decentralized Execution (CTDE)

Initialize Policy 7y and Buffer B
for each episode do
Initialize Robots, Object, and Obstacles
Receive initial observations O,
while not done at timestep ¢ do
for each robot i do
aj < m(of)

Execute actions A; and receive (O 1, R;, Done)
for each robot i do

B <+ (o}, a;, 11, 0}, 1, Done)
7,41 < Update Policy 7,

Ot <= 041
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Once the centralized model is trained, it is directly copied to each individual agent for
decentralized execution. During runtime, the agents rely solely on their local experiences
and observations to make decisions, utilizing the policies learned by the global model.
As the centralized model was trained using local observations, it remains agnostic to the
number of agents present during execution, making it applicable in a variety of scenarios
with different team sizes.

By implementing the CTDE approach as proposed in Algorithm 1, we can achieve
effective coordination and cooperation among the agents in collective transport tasks while
preserving the advantages of decentralized control. This methodology allows for scalable
and robust solutions, capable of adapting to diverse environments and agent configurations,
thus making it suitable for real-world applications in the domain of swarm robotics and

beyond.

3.2.2 Curriculum Learning

In order to equip our robots with the ability to learn to effectively navigate through the gate
obstacle, we employ a curriculum learning approach [25]. This method involves gradually
increasing the complexity of the learning environment, allowing the agents to develop and
refine their skills in a step-by-step manner.

We initiate the curriculum learning process by setting the gate opening equal to the
width of the environment, which effectively removes the obstacle from the learning sce-

nario. This initial stage allows the agents to focus on learning the fundamental aspects of
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cooperation and coordination without the added complexity of navigating through the gate.

Once the agents have developed a baseline understanding of the cooperative transport
task, we progressively decrease the width of the gate opening by 0.5m every 50 episodes,
introducing the challenge of navigating through the narrow passage. This gradual increase
in difficulty enables the robots to incrementally adapt their strategies and fine-tune their
policies to accommodate the more constrained environment.

The curriculum learning process continues until we reach the desired minimum gate
opening, which is set to double the max length of the robot-cylinder aggregate. This
width is chosen to ensure that the robots have sufficient room to maneuver the object
through the gate while maintaining coordination and control. By progressively increasing
the complexity of the learning environment, the agents are better equipped to handle

real-world scenarios where diverse obstacles and dynamic conditions are likely.

3.2.3 Rewards

It is crucial to design a reward structure that promotes successful learning in environments
with failures and obstacles. To achieve this, we explored and evaluated various reward
structures, ultimately settling on a composite reward function that strikes a balance between
promoting goal-oriented behavior and penalizing undesirable actions.

The chosen reward structure presented in Equation 2 consists of two main components.
The first component rewards agents for moving in the direction of the goal, encouraging

them to maintain a trajectory towards the target destination. This element of the reward

22



function guides the agents towards the primary objective of the task which is getting the

object to the desired destination.

ce- (C(x;,yt)—C(xt_lyyt_l)) 1
\cﬂ‘ (c<x,,yt> _c<x,1,y,1)> ' P

Riy=—-2+ (2)

The second component of the reward structure is designed to penalize proximity to obstacles
and the time taken to complete the task. This is achieved by incorporating an array of
proximity values, denoted as p, which quantifies the agents’ closeness to obstacles and other
undesirable states. By penalizing proximity and task duration, the agents are encouraged
to maintain a safe distance from obstacles and optimize their path to minimize the time
spent on the task.

The combination of the goal-directed reward and the proximity-based penalty in the
overall reward structure allows the agents to learn effectively and let the algorithm scale
in diverse environments. As demonstrated in Section 1V, this reward function enables the
agents to exhibit resilience in the face of failures and to navigate around obstacles while

maintaining coordination and control over the transported object.

3.2.4 Deep Q-Network (DQN)

Deep Q-Network (DQN) is a reinforcement learning algorithm that combines Q-learning

with deep neural networks to learn an optimal policy for decision-making in complex
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environments. DQN addresses the limitations of traditional Q-learning methods in dealing
with high-dimensional state and action spaces by approximating the Q-value function using
a deep neural network.

We implement a DQN architecture consisting of three fully connected layers. The input
layer takes in 31 observations representing the state of the environment and is followed by
a hidden layer with 64 neurons, 128 neurons and the output layer as shown in Figure 3.
The output layer comprises 9 nodes, accounting for the action space discretization, which
allows the network to choose among discrete actions.

The Rectified Linear Unit (ReLU) [26] activation function is applied to both the
input and hidden layers, providing non-linearity and improved training performance. The
network is optimized using the Adaptive Moment Estimation (ADAM) optimizer [27],
which is a popular choice in deep learning for its ability to adapt learning rates for each
parameter individually, resulting in faster convergence and improved training efficiency.

By employing DQN with the described network configuration, we aim to effectively
learn the optimal policy for our problem, leveraging the power of deep learning to handle

high-dimensional state and action spaces.

3.2.5 Double Deep Q-Network (DDQN)

Double Deep Q-Network (DDQN) is an extension of the Deep Q-Network (DQN) algo-
rithm that addresses the issue of overestimation bias of the Q-values, which can hinder

learning efficiency and policy quality. DDQN introduces a modification to the Q-value
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Figure 3: The Q-network architectures for DQN and DDQN are represented here, with 2
hidden layers (64, 128 nodes) and an output layer with 9 discrete actions.

update rule used in DQN by incorporating two separate networks: a target network and an
online network.

The target network and the online network have identical architectures but different sets
of weights. The online network is used for selecting actions during the learning process,
while the target network is employed for generating target Q-values for the update rule.
The target network’s weights are periodically updated by copying the online network’s

weights, ensuring that the target Q-values remain stable during the learning process.
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By decoupling action selection and Q-value estimation, DDQN effectively reduces the
overestimation bias inherent in the original DQN algorithm. This improvement leads to
more accurate Q-value estimations, faster convergence, and better policy quality.

During training, the online network is trained using experiences sampled from the
replay buffer, which stores the agents’ past experiences in the form of state, action, reward,
and next state tuples. This experience replay mechanism helps to stabilize training by
breaking correlations between sequential experiences and reusing past experiences for
multiple updates.

We use the same architecture as the one proposed for DQN and Figure 3, with 3 fully

connected hidden layers with 31 inputs and 9 output neurons for our discrete action space.

3.2.6 Deep Deterministic Policy Gradient (DDPG)

Deep Deterministic Policy Gradient (DDPG) is a model-free, off-policy actor-critic algo-
rithm designed for continuous control tasks in reinforcement learning. It combines the
strengths of the Deterministic Policy Gradient (DPG) algorithm and deep neural networks
to learn optimal policies in high-dimensional continuous action spaces.

DDPG utilizes two separate networks: an actor network and a critic network. The
actor network learns a deterministic policy, mapping states to actions, while the critic
network learns a state-action value function (Q-value) to evaluate the quality of the actions
proposed by the actor network. DDPG also employs a target network for both the actor

and critic networks to stabilize training.
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Figure 4: The network architectures for DDPG and TD3 are represented here, with 2
hidden layers (400, 300 nodes) and an output layer with continuous actions for 2 wheels.

During training, DDPG alternates between updating the actor and critic networks.
The critic network is trained using a temporal difference (TD) error, which represents the
difference between the estimated Q-value and the target Q-value computed using the target
networks and the observed reward. The actor network is trained using the policy gradient,
which is computed using the gradient of the critic network with respect to the actions.

The architecture for actor-critic methods is inspired by the design presented in [18]

and [19], consisting of 3 fully connected layers as presented in Figure 4. The input layer
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does not change, using 31 nodes to accommodate the state representation. Following the
input layer is a hidden layer with 400 input nodes and 300 output nodes, allowing for a
higher degree of complexity in the learned policy. The output layer contains two nodes,
representing the actions for each wheel of the robot in a continuous action space.

Similar to the value based architecture, the ReLU activation function is used to intro-
duce non-linearities into the network while training. In contrast, the output layer employs
the hyperbolic tangent (TanH) [28] activation function, ensuring the output actions lie
within a bounded continuous range suitable for the robot’s wheel actions. To optimize the
network, the Adaptive Moment Estimation (ADAM) optimizer is used, as it leads to faster

convergence and improved training performance.

3.2.7 Twin Delayed Deep Deterministic Policy Gradient (TD3)

Twin Delayed Deep Deterministic Policy Gradient (TD3) is an extension of DDPG that
introduces major improvements to address function approximation errors and enhance
learning stability. TD3 uses two separate critic networks and their corresponding target
networks. The minimum of the two target Q-value estimates is used to compute the target
Q-value, reducing overestimation bias and improving stability. The actor network and its
target network are updated less frequently than the critic networks. This delay allows the
critic networks to provide more accurate Q-value estimates before updating the policy,
leading to better policy learning. Gaussian noise is added to the target actions during the

critic network updates. This encourages the actor network to explore a smoother region of
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the action space and prevents overfitting to the deterministic policy learned by the actor
network.

Both DDPG and TD3 use experience replay as well, which stores past experiences of
the robots in a buffer and samples them randomly for training updates to break correlations
between sequential experiences and enhances learning stability.

We use the same architecture for TD3 as the one mentioned for DDPG and Figure 4,
with hidden layers consisting of 400 nodes, 300 nodes, and 2 outputs. The neurons are
activated similarly as well, with ReLLU being used as the activation function for the hidden
layers barring the output nodes, which use the TanH activation function to bound the wheel
speeds between the desired values and each node corresponding to the actuation of the

individual wheels of the robot.

29



Chapter 4

Evaluation

4.1 Experimental Setup

All simulations were conducted on a computer equipped with an Intel 17 processor
and an NVIDIA RTX 3070 graphics card, ensuring sufficient computational power for the
simulation and training processes. We employed the ARGoS Multi-Robot Simulator [29]
for creating multi-agent environments, and the Buzz swarm programming language [30]
for implementing swarm behavior and control. The PyTorch [31] deep learning library
was utilized for designing and training the reinforcement learning models.

During the simulated experiments, ARGoS communicated observations from the
simulated environment to a Python server via ZeroMQ, a high-performance messaging
library. The Python server processed these observations using PyTorch to learn and select
appropriate actions. The chosen actions were then sent back to ARGoS and executed

through the Buzz programming language.
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Figure 5: Examples of the cylindrical obstacles (top) and gate obstacles (bottom) in ARGoS
are represented in this figure, along with the robots (blue), the goal location (black), and
the object to be transported (green).

The training process spanned 1,000 episodes, with each episode terminating either upon
reaching the goal or exceeding a time limit of 4,500 time-steps. To monitor the progress
and facilitate model selection, the current weights of the learning model were saved every
10 episodes. After completing the training phase, the best-performing model was identified
based on their goal completion percentages and subjected to further evaluation through

500 test cases to assess its generalization capabilities and overall performance.

31



The hyperparameters for our reinforcement learning models were similar to the ones
mentioned in [2]. Specifically, we employed a discount factor y of 0.99997 to balance the
trade-off between immediate and future rewards. Additionally, we set a learning rate 1 of
10~4, which controls the step size of the weight updates during the optimization process.

To facilitate the learning process, we implemented mini-batch learning with an experi-
ence replay memory capable of storing 10° experiences. Each experience consists of the
current state, the action taken, the obtained reward, the subsequent state, and a boolean
terminal flag indicating if the episode has reached its termination condition. We sampled
mini-batches of 100 experiences to update the model during training.

We adopted an €-greedy exploration strategy, which balances exploration and exploita-
tion. The € value decreases linearly with a decrement rate of 107® and has a minimum
threshold of 0.01 to ensure continued exploration. This adaptive approach enables the
agent to explore the environment initially and gradually shift towards exploiting the learned
knowledge.

Learning took place at every time step throughout the training process, ensuring
continuous adaptation and improvement of the agent’s performance. The target network,
responsible for generating stable target values during raining, was updated every 1,000
learning iterations to maintain consistency with the primary network. This approach

mitigates the risk of oscillations and divergence during training.
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4.2 Analysis

4.2.1 Scalability

Scalability is a crucial aspect of collective transport, as it directly influences the ability to
transport objects of various sizes, larger or smaller than those encountered during training.
To investigate this property, we trained two models for each method, one consisting of
4 robots and the other of 8 robots. We evaluated the performance of these models in
configurations involving 2, 4, 6, 8, and 10 robots. Each model was subjected to 500
randomly generated test scenarios, with the success criterion being the object’s arrival at
the goal location. The results are illustrated in Figure 6.

A striking observation from the results is the inferior performance of DQN compared

No. of Robots Tested
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Figure 6: Scalability study results visualized as a heat map: The x-axis displays trained
models along with their designated number of robots, while the y-axis indicates the number
of robots tested with each model. The color spectrum ranges from yellow for worse scores,
through light green for mediocre scores, to green for good scores.
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to the other methods. DQN exhibits a significant decline in performance when scaling
down to 2 robots and also experiences a drop in performance when scaling up. We
hypothesize that this issue arises from DQN’s inherent overestimation of Q-values, which
renders a trained model unable to adapt effectively to a slightly modified configuration. In
contrast, DDQN demonstrates the capacity to scale to a higher number of robots, although
its performance when scaling down, especially in the case of the model trained with 8
robots, is also hindered. These findings suggest that value-based methods can scale to
handle larger degrees of freedom than encountered during training, but struggle to adapt to
under-actuated systems.

Both DDPG and TD3 exhibit robust performance with respect to scalability. However,
a minor performance drop-off is observed when scaling down to 2 robots, which could be
attributed to DDPG’s tendency to overestimate state-action values.

Based on our analysis, we infer that DQN and DDQN, the value-based methods, face
challenges when scaling to different configurations, with DQN performing poorly in most
cases. DDPG and TD3, actor-critic methods, demonstrate more consistent performance

when scaling, making them better candidates for scalable collective transport tasks.

4.2.2 Resilience

We explore the robustness of our models against robot failures through an attrition analysis,
examining the consequences of losing up to 25%, 50%, and 75% of robots during the

evaluation process. To prevent over-fitting on a specific number of failures, we randomly
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select the number of failures that will occur at the beginning of each episode, ranging from
a minimum of 0 to the set theoretical maximum. For example, if we are training a model
with 8 robots and allow for a 50% failure rate, each episode can have at most 4 failures,
but can also have fewer. A failure is categorized as complete loss of power, which causes
the gripper to release and the robot to become detached from the object being transported,
rendering it unable to exert any further influence on the object.

Once a robot is determined to fail, we randomly generate the time-step at which the
failure will occur. We trained each method with 4 and 8 robots and with 0% and 50% robot
failures. Figure 7 presents our results, where the top and bottom plots correspond to 4 and

8 robots, respectively. Each plot contains two entries per method: one with 0% and the
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Figure 7: Resilience study results: The top and bottom plots depict models trained on 4
and 8 robots, respectively. The x-axis displays sets of 4 bars, with each set signifying a
model trained under 0% or 50% failure conditions. Within these sets, the 4 individual bars
represent tests with failure rates from 0% to 75%. The y-axis indicates the success rate,
where success is defined by reaching the goal.
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other with 50% allowed failures during training. Within each bar set, we display the results
from testing on 0%, 25%, 50%, and 75% allowed failures.

Actor-critic methods, regardless of whether they are trained with failures or not, out-
perform value-based methods, particularly as the failure percentage increases. Among
value-based methods, models trained with failures demonstrate better performance than
those without. The actor-critic results are less definitive, but still exhibit resilience to failure
across all configurations. While failure testing provides valuable insights into resilience, it
also enables us to examine non-symmetrical systems. Our results suggest that actor-critic
methods may be effectively extended to non-symmetrical transport conditions, whereas
value-based methods could struggle in such scenarios.

Based on our resilience analysis, we infer that actor-critic methods, such as DDPG and
TD3, demonstrate greater resilience to robot failures compared to value-based methods, like
DQN and DDQN. This resilience makes actor-critic methods more suitable for applications

that require robust performance in the presence of failures.

4.2.3 Obstacle Avoidance

Obstacle avoidance constitutes a critical aspect of any collective transport algorithm. In
this study, we investigate model adaptability by introducing two types of obstacles, as
depicted in Figure 2.

Cylinder Obstacles: These obstacles, with dimensions identical to the transported cylinder,

are randomly generated within the area between the starting positions of the robots and the

36



Table 1: Success Rates with Cylinder Obstacles

Obstacles | DQN-0| DQN-2 | DDQN-0 | DDQN-2 | DDPG-0 | DDPG-2| TD3-0| TD3-2
2 64.4% | 73.2% | 93.6% | 90.4% | 90.2% | 91.4% |92.4%| 91%
4 48.8% | 56.2% | 79.8% | 81.2% | 83.2% | 86.4% | 84% | 82%

target location. We train the models in environments with 0 and 2 obstacles and examine
their effectiveness in environments containing both 2 and 4 obstacles. Table 1 displays our
results, indicating that DQN-0 represents DQN trained in an obstacle-free environment,
while DQN-2 refers to DQN trained in a setting containing 2 obstacles. All methods
demonstrate a decline in performance in the 4-obstacle environment compared to the 2-
obstacle environment. This deterioration can be attributed to the increased obstacle density
within the environment. As more obstacles are added, the probability of introducing
non-convex obstacles rises due to the close proximity between two cylinder obstacles.
Non-convex obstacles pose a significant challenge, as evidenced in the literature [32].

DQN underperforms in both training configurations and in both obstacle environments,
exhibiting a drop in performance as the number of obstacles increases. DDQN, DDPG,
and TD3 display relatively similar performance. Figure 8 illustrates trajectories from the
4-obstacle environment. The top plot highlights the difference in learned behaviors: DQN
and TD3 maneuver towards the top of the environment as they approach the goal, whereas
DDQN and DDPG gravitate towards the bottom. This divergent behavior only emerges
in environments with obstacles; in all other environments, the methods exhibit similar
strategies.

We also observe variations in trajectory smoothness, with DQN displaying the least
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Figure 8: Best neural network trajectories trained with 2 obstacles and tested with 4: Top
plot displays successful trials for each learning algorithm, with DQN and TD3 opting for
strategies moving above obstacles, while DDQN and DDPG choose strategies navigating
below. Middle plot demonstrates failed attempts with DQN and TD3, and the bottom plot
illustrates failures for DDQN and DDPG.

smoothness, followed by DDQN, DDPG, and TD3. This implies an increased level of
implicit coordination among the robots. Less smooth trajectories indicate disagreement

in obstacle trajectory between robots, leading them to apply forces in different directions.
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Table 2: Success Rates with Gate Obstacle

DQN | DDQN | DDPG | TD3
724% | 744% | 11% | 76.4%

In contrast, smoother trajectories suggest that all robots apply comparable forces on the
object by adjusting their wheel speeds in a similar manner, resulting in a higher level of
implicit coordination. The middle and bottom charts in Figure 8 depict examples of a
non-convex obstacle created by the proximity of two cylinder obstacles being too small
for the robots to pass through, yet large enough that the robots cannot pass over it. This
type of obstacle poses a challenge for all methods, as none of them are able to handle it
effectively.

Gate Obstacle: The gate obstacle presents a more challenging scenario, as the robots must
identify an opening in the wall structure to reach the goal. Without the ability to explicitly
communicate, a single robot sensing the opening may not guarantee a successful trial. The
gate obstacle introduces an additional layer of complexity to the task, as the optimal policy
is no longer solely focused on moving towards the goal. The models must now learn to
follow the wall in order to find the opening and subsequently locate the goal. Table 2
shows the performance of the algorithms when presented with the gate obstacle. DQN and
DDQN achieved success rates of 72.4% and 74.4% respectively, while DDPG and TD3
performed better, reaching the goal 77% and 76.4% of the time, respectively. Figure 9
demonstrates the behaviors learned in the gate obstacle environment.

In the top chart, we observe a distinct wall-following behavior exhibited by all the
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methods. DQN adopts the most direct path to the goal after navigating the obstacle, which
can be attributed to a naive policy of constantly moving towards the goal. DDQN employs
a similar policy. Although this policy may prove effective in some configurations, it fails
when the gate opening is located on the opposite side of the midpoint of the goal relative
to the robots. This limitation is evident in the bottom plot of Figure 9. TD3 and DDPG are
capable of continuing in the upward direction until they find the opening, whereas DQN
and DDQN halt at the midpoint of the goal.

Based on the analysis provided above, we infer that obstacle avoidance remains a
challenging aspect of collective transport algorithms. The increased obstacle density,
particularly non-convex obstacles, leads to a decline in performance across all methods.
However, certain methods, like DDPG and TD3, show more promising results in terms of
adaptability and implicit coordination. Future research could explore new strategies and
algorithms to improve obstacle avoidance, especially in the case of non-convex obstacles,
to enhance the overall performance of collective transport systems.

We can also infer that the gate obstacle environment highlights the differences in
the methods’ adaptability and learning capabilities. DDPG and TD3 demonstrate better
performance in finding the opening and reaching the goal, while DQN and DDQN struggle
in certain configurations due to their naive policies. Developing more sophisticated policies
that take into account the spatial complexity of the environment could potentially improve

the success rates of collective transport systems when faced with gate obstacles.
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Figure 9: Best neural network trajectories for gate obstacle training: Top plot illustrates
wall-following behavior to navigate the obstacle and reach the goal, while the bottom
plot highlights the differences between value-based and actor-critic methods. Value-based

methods struggle to overcome the obstacle when the opening is past the goal’s midpoint
opposite the starting position.
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Chapter 5

Conclusion

5.1 Summary

We presented a study of four well known RL algorithms applied to aggregates of min-
imalistic robots which address the problem of non-stationarity in MARL with the help
of implicit communication. We show that this is a viable method to solve the problem
of multi-agent collective transport, and demonstrate this insight in multi-agent collective
transport scenario, in which the robots are physically constrained to the object that needs
to be moved.

The different control strategies that emerged from the algorithms are compared and
analyzed, showing the ability to scale, be resilient to failures, and coordinate to avoid
obstacles with different levels of success. The experiments give weight to our initial
hypothesis, which states that implicit communication is sufficient for robot aggregates to

achieve coordination and perform collective transport, even in the presence of obstacles
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and robot failures. We also show that providing the robots with minimal information in the
form of accumulated partial local observations of the aggregate to predict the future state
of the object improves the performance and success rate for achieving collective transport.
The analysis of the emergent behaviours which drive the coordination is compelling and

future work will aim to develop it further.

5.2 Future Work

In this paper, we only considered objects whose shapes were radially symmetric. But this
method could be expanded to support shapes that are arbitrary, as well as deformable. In our
experiments, the objects were completely rigid, which lends a certain type of deterministic
property to the system when forces act on it. The robots achieve a sense of perfect implicit
communication because of this rigidity, as they are able to feel the forces of other robots
distinctly, and do not have to worry about modelling the inherent physics that the elasticity
and rigidity of an object can introduce into the system. Future work would involve working
with deformable objects to introduce an improved understanding of the object dynamics
for the robots, which could lead to better and more complex control strategies.

The work can be expanded by benchmarking other RL algorithms as well, adding
better policy based and actor-critic methods such as Trust Region Policy Optimization
(TRPO), Proximal Policy Optimization (PPO), Soft Actor-Critic (SAC), and Asynchronous
Advantage Actor Critic (A3C), and comparing their performances with the ones studied in

this thesis. Investigating the state prediction module for the object further is imperative as
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well, and trying out different combinations of RL models to evaluate which ones work the
best would be an interesting ablation study.

Finally, this methodology could be applied to other types of robot aggregates and tasks
beyond collective transport, such as modular robot platforms, collective motion, and multi-
robot foraging. The concept of solving non-stationarity through implicit communication, as
well as using partial aggregated knowledge is one that definitely has real world applications
and warrants deeper studies. Solving the problem of multi-agent RL and transferring
the methodology into the real world, and onto real robots, is one that should be pursued
aggressively as it could have positive implications in the field of swarm robotics and

autonomous vehicles.
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